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# Modelo en cascada

Es un enfoque metodológico que ordena rigurosamente las etapas del [proceso para el desarrollo de software](http://es.wikipedia.org/wiki/Proceso_para_el_desarrollo_de_software), de tal forma que el inicio de cada etapa debe esperar a la finalización de la etapa anterior. Al final de cada etapa, el modelo está diseñado para llevar a cabo una revisión final, que se encarga de determinar si el proyecto está listo para avanzar a la siguiente fase.

Este modelo es solo aplicable cuando están totalmente cerrados los requisitos y no van a cambiar. No hay retroalimentación entre las fases en que se divide el proyecto. Por lo que cada fase se va cerrando de forma secuencial. Todo el proceso está fijado por fechas límites y presupuestos. Este modelo sólo es aconsejable para proyectos móviles muy controlados y previsibles. Las fases son Análisis de requisitos, Diseño del Sistema, Diseño del Programa, Codificación, Pruebas, Verificación, Mantenimiento.

Los principios básicos del modelo de cascada según (Winston, 2007) son los siguientes:

* El proyecto está dividido en fases secuenciales, con cierta superposición y splashback aceptable entre fases.
* Se hace hincapié en la planificación, los horarios, fechas, presupuestos y ejecución de todo un sistema de una sola vez.
* Un estricto control se mantiene durante la vida del proyecto a través de la utilización de una amplia documentación escrita, así como a través de comentarios y aprobación / signoff por el usuario y la tecnología de la información de gestión al final de la mayoría de las fases antes de comenzar la próxima fase.

## 

## Ventajas

* Realiza un buen funcionamiento en equipos débiles y productos maduros, por lo que se requiere de menos capital y herramientas para hacerlo funcionar de manera óptima.
* Es un modelo fácil de implementar y entender.
* Está orientado a documentos.
* Es un modelo conocido y utilizado con frecuencia.
* Promueve una metodología de trabajo efectiva: Definir antes que diseñar, diseñar antes que codificar.

## Desventajas

* En la vida real, un proyecto rara vez sigue una secuencia lineal, esto crea una mala implementación del modelo, lo cual hace que lo lleve al fracaso.
* El proceso de creación del software tarda mucho tiempo ya que debe pasar por el proceso de prueba y hasta que el software no esté completo no se opera. Esto es la base para que funcione bien.
* Cualquier error de diseño detectado en la etapa de prueba conduce necesariamente al rediseño y nueva programación del código afectado, aumentando los costos del desarrollo.
* Una etapa determinada del proyecto no se puede llevar a cabo a menos de que se haya culminado la etapa anterior.

# Desarrollo rápido de aplicaciones

El desarrollo rápido de aplicaciones (RAD) es una metodología de desarrollo de software introducido por (James, 2013), que implica el desarrollo iterativo y la construcción de prototipos. El desarrollo rápido de aplicaciones es un término originalmente utilizado para describir un [proceso de desarrollo de software](https://es.wikipedia.org/wiki/Proceso_de_desarrollo_de_software).

Se da énfasis a la obtención de un prototipo funcional de una aplicación para posteriormente ir mejorándolo incluyendo más funcionalidades y complejidad. Es recomendable el uso de patrones de diseño bien conocidos para adaptarse a los cambios de requisitos.

Se suele usar cuando los plazos de entrega son muy cortos y se precisa tener un entregable de forma inmediata. No se descarta utilizar otras metodologías de forma posterior, ya que este tipo de desarrollo puede ser usado para mostrar un esbozo de la aplicación a un cliente, generalmente en un par de días. El Desarrollo rápido de aplicaciones consiste en un ciclo de desarrollo corto basado en tres fases (Requisitos, Diseño y Construcción) con un plazo de entrega ideal de 90 a 120 días como máximo con equipos de aproximadamente 6 personas.

Los principios básicos del desarrollo rápido de aplicaciones según (James, 2013) son :

* El objetivo clave es para un rápido desarrollo y entrega de una alta calidad en un sistema de costo relativamente bajo de inversión.
* Intenta reducir los riesgos inherentes del proyecto partiéndolo en segmentos más pequeños y proporcionar más facilidad de cambio durante el proceso de desarrollo.
* Orientación dedicada a producir sistemas de alta calidad con rapidez, principalmente mediante el uso de iteración por prototipos (en cualquier etapa de desarrollo), promueve la participación de los usuarios y el uso de herramientas de desarrollo computarizadas. Estas herramientas pueden incluir constructores de [Interfaz gráfica de usuario](https://es.wikipedia.org/wiki/Interfaz_gr%C3%A1fica_de_usuario) (GUI), [Computer Aided Software Engineering](https://es.wikipedia.org/w/index.php?title=Computer_Aided_Software_Engineering&action=edit&redlink=1" \o "Computer Aided Software Engineering (aún no redactado)) (CASE) las herramientas, los [sistemas de gestión de bases de datos](https://es.wikipedia.org/wiki/Sistemas_de_gesti%C3%B3n_de_bases_de_datos) (DBMS), lenguajes de programación de cuarta generación, generadores de código, y técnicas orientada a objetos.
* Hace especial hincapié en el cumplimiento de la necesidad comercial, mientras que la ingeniería tecnológica o la excelencia es de menor importancia.
* Control de proyecto implica el desarrollo de prioridades y la definición de los plazos de entrega. Si el proyecto empieza a aplazarse, se hace hincapié en la reducción de requisitos para el ajuste, no en el aumento de la fecha límite.
* En general incluye [Joint application development](https://es.wikipedia.org/wiki/Joint_application_development" \o "Joint application development) (JAD), donde los usuarios están intensamente participando en el diseño del sistema, ya sea a través de la creación de consenso estructurado en talleres, o por vía electrónica.
* La participación activa de los usuarios es imprescindible.
* Iterativamente realiza la producción de software, en lugar de enfocarse en un prototipo.
* Produce la documentación necesaria para facilitar el futuro desarrollo y mantenimiento.

## Ventajas:

* Enfatiza ciclos de desarrollo extremadamente cortos.
* Tiene las ventajas del modelo clásico.
* Se asegura de que el producto entregado cumple las necesidades del cliente.
* El desarrollo se realiza a un nivel de abstracción mayor.
* Visibilidad temprana.
* Mayor involucramiento de los usuarios.
* Posiblemente menos fallas.
* Posiblemente menor costo.
* Ciclos de desarrollo más pequeños

## Desventajas:

* Solo se puede aplicar si el sistema se puede modularizar de forma que permita completarse cada una de las funciones principales en menos de tres meses.
* Para proyectos grandes puede requerir muchos equipos de trabajo distintos.
* Requiere clientes y desarrolladores comprometidos en las rápidas actividades necesarias.
* No resulta adecuado cuando los riesgos técnicos son elevados.
* Se pueden tener problemas con la aceptación del prototipo.
* Costo de herramientas integradas y equipo necesario.
* Progreso más difícil de medir.
* Menor precisión científica

# Scrum

Scrum se centra la gestión de proyectos en situaciones en las que es difícil planificar el futuro, con mecanismos de control “proceso empírico”, donde los bucles de realimentación constituyen el elemento central. El software es desarrollado por un equipo de auto-organización en incrementos (llamados “sprints”), empezando por la planificación y finalizando con un comentario. Las características que deben aplicarse en el sistema se registran en un backlog. Entonces, el dueño del producto decide qué elementos del backlog se deben desarrollar en el sprint siguiente. Los miembros del equipo coordinan su trabajo en un diario de stand-up de la reunión. Un miembro del equipo, el “Scrum Master” (equivalente al gerente del proyecto), es el encargado de resolver los problemas que impiden que el equipo trabaje eficazmente, este equipo generalmente es de diez o menos componentes. Las fases son

Los principios de Scrum propuestos por (Schwaber, 1995) son:

* Los individuos por encima de los procesos y herramientas:debe de haber una cohesión de equipo fuerte, porque el triunfo de un hito no es el triunfo de un solo jugador sino de todo el equipo, él mismo entrega el resultado. Todos colaboran para obtener el triunfo y empujan al que no está caminando como se debe.
* Se entrega soluciones por encima de reportes de seguimiento: Se centra en presentar al cliente la solución que él pueda operar y usar, no solamente en entregar un reporte de lo que se ha hecho, de esta forma el cliente ve el progreso y puede decir cuando o no parar. Esto es una fortaleza ya que la mayoría está acostumbrada a un plan y el resultado lo ve al final del proyecto.
* Adaptarse a los cambios en lugar de señirse a un plan especifico: el cliente va viendo el resultado del producto y decide si sigue o termina el producto en ese momento. O inclusive tan radical como se escucha darle un giro completo.

## Ventajas

* Se obtiene software lo más rápido posible y este cumple con los requerimientos más importantes.
* Se trabaja en iteraciones cortas, de alto enfoque y total transparencia.
* Se acepta que el cambio es una constante universal y se adapta el desarrollo para integrar los cambios que son importantes.
* Se incentiva la creatividad de los desarrolladores haciendo que el equipo sea auto administrado.
* Se mantiene la efectividad del equipo habilitando y protegiendo un entorno libre de interrupciones e interferencias.
* Permite producir software de una forma consistente, sostenida y competitiva.
* Las reuniones se dedican a inconvenientes recientes, evitando el estancamiento

## Desventajas

* Si no existe una fecha definitiva de finalización del proyecto es posible que se siga solicitando, y añadiendo, nueva funcionalidad.
* Si una tarea no esta bien definida, los costes de tiempo y dinero estimados del proyecto no serán demasiado exactos. En ese caso, la tarea se puede extender sobre varios sprints.
* Si los miembros del equipo no están centrados y convencidos, el proyecto nunca se completara o incluso fallará.
* Esta metodología necesita solo miembros de equipo experimentados. Si el equipo consiste en gente que son junior, el proyecto no puede ser completado a tiempo.
* Además de los recursos sin suficiente experiencia , la falta de dirección firme pueden llevar a los proyectos a no completarse o incluso fallar.
* La metodología Scrum funciona bien cuando el scrum master confía en el equipo que lleva. Si se practican controles muy estrictos sobre los miembros del equipo, puede ser extremadamente frustrante para ellos, llevando a la desmoralización y el fallo del proyecto.
* Si algunos de los miembros del equipo se marcha durante el desarrollo puede tener un efecto negativo enorme en el desarrollo del proyecto.
* El control de la calidad del proyecto es difícil de implementar y cuantificar a menos que el equipo de test puedan llevar a cabo testeo de regresión después de cada sprint.

# Desarrollo ágil

Las metodologías ágiles son muy adecuadas para el desarrollo de aplicaciones móviles:

En primer lugar, la **alta volatilidad del entorno** hace que constantemente el equipo de desarrollo se deba adaptar a nuevos terminales, cambios en la plataforma o en el entorno de desarrollo. Un ritmo cambiante que requiere una alta respuesta al cambio más que al seguimiento de un plan concreto.

Como hemos indicado, al menos actualmente, los **equipos de desarrollo móvil suelen se integrados por pocas personas**. No más de ocho o diez desarrolladores entorno a un misma aplicación o, incluso, un único desarrollador. Las interacciones en el proceso y las herramientas son más controlables y es posible una fluida comunicación entre los miembros del equipo.

Una aplicación se suele realizar en **periodos de desarrollo cortos** entorno a un mes a seis meses. Con el propósito de una realimentación rápida es posibles realizar varias actualizaciones de un aplicación según se van entregando funcionalidades. Un tema demandados por los usuarios en los distintos markets de aplicaciones que aprecian la frecuente mejora de la aplicación para mantenerla viva, e incluso ayuda a su propio marketing al tener más visibilidad cada vez que se realiza la actualización.

<http://www.genbetadev.com/desarrollo-aplicaciones-moviles/metodos-aplicables-para-el-desarrollo-de-aplicaciones-moviles>

# Mobile-D

El objetivo de este método es conseguir ciclos de desarrollo muy rápidos en equipos muy pequeños. Se compone de distintas fases: exploración, inicialización, fase de producto, fase de estabilización y la fase de pruebas. Cada una tiene un día de planificación y otro de entrega.

En la fase de **exploración** se centra la atención en la planificación y a los conceptos básicos del proyecto. Aquí es donde hacemos una definición del alcance del proyecto y su establecimiento con las funcionalidades donde queremos llegar.

En la **iniciación** configuramos el proyecto identificando y preparando todos los recursos necesarios como hemos comentado anteriormente en esta fase la dedicaremos un día a la planificación y el resto al trabajo y publicación.

En la fase de **producto** se repiten interativamente las subfases. Se usa el desarrollo dirigido por pruebas (TDD), antes de iniciar el desarrollo de una funcionalidad debe existir una pueba que verifique su funcionamiento. En esta fase podemos decir que se lleva a acabo toda la implementación.

Después de la fase de producto llega la fase de **estabilización** en la que se realizan las acciones de integración para enganchar los posibles módulos separados en una única aplicación.

Fase de **pruebas**. Una vez parado totalmente el desarrollo se pasa una fase de testeo hasta llegar a una versión estable según lo establecido en las primeras fases por el cliente. Si es necesario se reparan los errores, pero no se desarrolla nada nuevo.

Una vez acabada todas las fases deberíamos tener una aplicación publicable y entregable al cliente.

<http://www.genbetadev.com/desarrollo-aplicaciones-moviles/metodos-aplicables-para-el-desarrollo-de-aplicaciones-moviles>

ventajas :

Posee bajos costos al realizar un cambio en el proyecto.

Entrega rápidos resultados.

Asegura el software adeacuado en el momento adecuado.

desventajas:

No sirve para grupos de desarrollo demasiado grandes o segmentados.

* Depende demasiado de que exista una buena comunicación entre los miembros del equipo.
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